Practical No:- 2 (b)

1. (b) Write a program to create double linked list and sort the elements in the linked list.

Practical Implementation:-

Code:-

// on a doubly linked list

#include <bits/stdc++.h>

using namespace std;

// Node of a doubly linked list

struct Node {

int data;

struct Node\* prev, \*next;

};

// function to create and return a new node

// of a doubly linked list

struct Node\* getNode(int data)

{

// allocate node

struct Node\* newNode =

(struct Node\*)malloc(sizeof(struct Node));

// put in the data

newNode->data = data;

newNode->prev = newNode->next = NULL;

return newNode;

}

// function to insert a new node in sorted way in

// a sorted doubly linked list

void sortedInsert(struct Node\*\* head\_ref, struct Node\* newNode)

{

struct Node\* current;

// if list is empty

if (\*head\_ref == NULL)

\*head\_ref = newNode;

// if the node is to be inserted at the beginning

// of the doubly linked list

else if ((\*head\_ref)->data >= newNode->data) {

newNode->next = \*head\_ref;

newNode->next->prev = newNode;

\*head\_ref = newNode;

}

else {

current = \*head\_ref;

// locate the node after which the new node

// is to be inserted

while (current->next != NULL &&

current->next->data < newNode->data)

current = current->next;

/\*Make the appropriate links \*/

newNode->next = current->next;

// if the new node is not inserted

// at the end of the list

if (current->next != NULL)

newNode->next->prev = newNode;

current->next = newNode;

newNode->prev = current;

}

}

// function to sort a doubly linked list using insertion sort

void insertionSort(struct Node\*\* head\_ref)

{

// Initialize 'sorted' - a sorted doubly linked list

struct Node\* sorted = NULL;

// Traverse the given doubly linked list and

// insert every node to 'sorted'

struct Node\* current = \*head\_ref;

while (current != NULL) {

// Store next for next iteration

struct Node\* next = current->next;

// removing all the links so as to create 'current'

// as a new node for insertion

current->prev = current->next = NULL;

// insert current in 'sorted' doubly linked list

sortedInsert(&sorted, current);

// Update current

current = next;

}

// Update head\_ref to point to sorted doubly linked list

\*head\_ref = sorted;

}

// function to print the doubly linked list

void printList(struct Node\* head)

{

while (head != NULL) {

cout << head->data << " ";

head = head->next;

}

}

// function to insert a node at the beginning of

// the doubly linked list

void push(struct Node\*\* head\_ref, int new\_data)

{

/\* allocate node \*/

struct Node\* new\_node =

(struct Node\*)malloc(sizeof(struct Node));

/\* put in the data \*/

new\_node->data = new\_data;

/\* Make next of new node as head and previous as NULL \*/

new\_node->next = (\*head\_ref);

new\_node->prev = NULL;

/\* change prev of head node to new node \*/

if ((\*head\_ref) != NULL)

(\*head\_ref)->prev = new\_node;

/\* move the head to point to the new node \*/

(\*head\_ref) = new\_node;

}

// Driver program to test above

int main()

{

/\* start with the empty doubly linked list \*/

struct Node\* head = NULL;

// insert the following data

push(&head, 9);

push(&head, 3);

push(&head, 5);

push(&head, 10);

push(&head, 12);

push(&head, 8);

cout << "Doubly Linked List Before Sorting";

printList(head);

insertionSort(&head);

cout << "nDoubly Linked List After Sorting";

printList(head);

return 0;

}

Output:-

![2b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABSsAAADOCAYAAADWg1ezAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABjxSURBVHhe7d09ftS63gBgn3cFoaM8ZegoTwk7YAlJd7qwBJYQutMlS8gOoKSkI+Ut6cgOeC1LnvGHPGN7PiLgec5P95KJ4w9JluX/yPJfVVX9rBMAAAAAwLP6v/T/AAAAAADPSrASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABF+CWClXffflY/f3yqbtLPU5rlfm7Tt7v0i2LcVJ9+HLpvaR2nPLibT9WPc+Rf2s7Pn9+q4orq2DbH2qYf1ad9FZr9/qQ6BGvMbc+HbdSMa+7Z3X07fN+adZy2/Z3bZzlU2+f58StfTNoy3SRt+VG4NgIAv7jfamTl9au/qr/+qtP7z9VT+ow/w7luDlcJNw23b6qLx/tYP5v0onr7Mf2ekZtPP9xkwTl9fFu9SO3T/WP6jD/D3ID2sYVA5dVl9fT5fefa+Kq6Tr8OXAv6iu7rAAAc0bJg5XDkRZvO3sMtR+xIzx2l8bF6+yJ2yF91e+O/kTjSY+aNxebmuH9z8ny2I1/76bAbpZt3r6uL6qn6/N+vWejt6J1NKul8P3cdyrSBh45q2uTvVL6Otnn4qLC926wNy33dcU6dUyvXNxqFVaeDbtyH+3eGEXfdfT/DNst2V30LeTC3Tbl+FQNaL97WV9PfUDrX554b7Re0L4r75iuV655jufvnsv7fx+rhl/zmbty2HXotOKpzXhuP2i5v684wre56ZPZv9bqG1+ODA8fbejRdf4Z5cug1Y/82471NZ5sC5AA8g1UjKx/vYwc5pvvq8fKqvpj55pvfRG8E5Pvq89NldXVw/f5e/e+Xux+LHdqry8fqfpMfdfryT1k3ZecSbnhu31Tfu+3f/WN18eZ2XX6kG6h/vtRtaPpoJNwY3b6uvr7fbvP+8aJ6c7vyZmXONnPlfshxBr1zKqZVAZY2WLVJ9XFcvKluV91IhRvA2+rN986+3X+v8/bEI8yePlfvO8fw/nPVbPOPPKf4Pd39U13WLcznz0/Vxet3u8/Np+/V1/TPX0dqO6r+ufyh/u+kbUepjtouR/3RtjGt+ZK/Cbpdvaw+d66h7+t6eXm1op3P9AHuv9fHubJ/GAOCH6rqYcfTYE1w9Kq67FxDD+kDzNlmWOb29ddO3T68PAFgjSM8Bn5dvWoeu76srgZX/tE3c8OeQfqGcvhxM/okd1EcfKO5vFOYvp3MrTvdxC9f5xzDb+DznYwmv5p963+Luv8mdrv8cNlhGeTX1d9e6IxdpN+cxIJvpnfWoc56rsIAjdCZ6i57lI7Vx+rtQwjrvKz+HqxsXt7ONMyTUec3llGzjVRX2zSus/Pq2153/1Zv6orweD8YmVHfmIwDTYM6lNlmzK9wXIP925TTdh23YcOhTWmXaVInT2bWoaYtCRk0o+3Ij3qrU1q4GQX09LnqDZC9/q+q73uqi5ev0wczhf25qppg4M4bsGZ0TH/KgOv/Qnt7Ub1+t7BQ526zKfen+uauU+51mYcbvIs3/27LoAjX1X+xAKqFJVCXd30DGAKH3cxI5Xn5bmnbEeturGrddmH/TezHty+ax64v3nwYnDP7z6nstTLV9b11fEX72B7beN3pnD5Km5sxaPOyIzGb4455tPQ4t2WWb3c365ooz+G1oLkendCwrcplR7S7Dm3Wk675IYCzXXbXendr2srHL/W182v1dPG6WtpUdfd777UgGZZBvi8U/m7q+jPfzad39R7VbeSH/gjfcC6P2tbBtWe872l/QmYPlt0cQ+fzvX2d4fayx7ekvRr2J7Zpus+zvl0+rpvq3evQiXnoXUM/vn1ovqx7OezU7VTnWZqyoH/JiPc/7ybzYkLdpsWAYH193xGtv/u3PjcH16nrV+FL9Ivqzb/j0tpp5jZDPe6PXm/Lc825DACH+Tk73Xz6WXeCQp9q9Lu60xt+87O+dNY/3/ysOzedn0O6q3+q/fj0s77Wxc8m1tesq7Nc/Lm+Dan/q/sDzWd1Byt8uPm5l3bs59Tf9fd/ftq5H7kUDya7fFxX0Pl93LHOsaS8/XaXfk75mtn30TGlfKk7mNvldnyWy799aWk+xuzo1IlOyuVt+Gyy/k2sZ34a5m1KceW9/dibt3GBaZ1ttOXePa74591ttuUcbLc7zqO03Gj9/f2fldIx9OpGLmWWyx1T+1mwXXa8v9tl59WjZvMTZb8thl15linPzDGNlmlS3P+9ebQz5fNgMuXO2cVpepv5/EzL15a1CxPn1BHTkrqyTdP7tW592/zZrjNtY3Qty9TVifajW8bt+TNqJ4brG7bfzc/1f/HDtNzuOje5n1N/t7pO7t6PcdpRn9I+BNv9yKw/Htzm/G/zdbTvmWOKxdKvG5OfZfNvT1qaj2n5/DmZy9v6sx31b9m5PZXiduO6Ynl1j6fN7ynDY59zPo7KIJOP3e1uP19a/2LKnYu5lFsu7mv3+pPqdKPzeVxwtI0ldWt62XTcwebYx+1V7rNlx760HQ0p7tvsc2Bnyh1TndbU98m/SdtYWId6KVNfY5rIi1Q31uVvSpPbzKdYniv6kZIkSZJ0WMp+mE87LvC9DljsIY0vaukCu/n7ifUNO1i9dW+W29HJ3LGf+Qv0+s7R4gv4VN7UKd8JHO5bt2OU/p3rsEzkwbADOczrJu3Kvz0pltX8DlR2+zN+N0xLlp1OuU5npp7NzNt9n8c0VfeG200/7ymr/LbWdqbb+hVM1fGpdafPO/ubr9/5studZ/20tw4N931UfrkyGO//pgw265sok8VpWNZ7UjyoUT4uS1PbzJTnJr9y+bQvdevQ1pq2NpvSvq1Z31S9iXVvQZvepHxdGNbjybqajiPm+/xzKru+Yf3urXu73K7jnNzP9nedYwppyfnaTwvr/mTe1GniOEfHEj+Ixx0Ppv71uP7k82BwDgzzOqX8385IaX2z6/PE9vf+bpiWLLsvNQc/o87v+V2b9tatiX0f/l38ebzcurJK9bYxtW9T7eWwzrdt5HA9+b9fsr/Ty6Z9GPxulNfZvB3ufyalv5tdj3sprX9gdd1M+7I5rvbn2W1Om/LlkWuXF6ep/Mrk/6aMYuEuvE510sIyajbX5qEkSZIknSkd7W3gX78/pX/Vl/Rm0vTMHH3XX1Y8epE8fa0eeuv7WjWbfPl35hGXHT4+VF+bpxk68yg18ys9VV/7G3gmj9WX4WNEWX9Xn37cVm8uwrxy4wnU40tdxuv6+L/v9f+2jzTfVc2TrV8finxZQVOnnmOenGYO1vZRp/GjovPydqam7tVny/hkqb7Ek6V/7N//1y+rNIl+3L32kacvg/rwsYq7tvBcqf+ueSFU82rgMEdS5tGvm3dV2OTT9+EzRR+rh+ZEGz4G9lQNF21eEnHKF2aM2o6Bm7/rUpvQy+/r6lWd13G+qFQ3wjxSZ33ZR3wUbX47cZj6xqj6efuyetj36Pik7UvFNinNfxnuwFbpPuaY3rK/Zv7L63CC1e3Lh159/lR9aB47XWd1W/rxf/UVM1l8Ts3zOKgwsb26qJbOYNDkW91q/bMpvql253kMj3PSu2+bN1HnprXIXxtjv6Od9mHqWlCEVKdWzc13gPYR8DZL4nl2usdHl12Pj3X9ideCMDVG9xH1Xj4vvbaP5u6M2zjly5P2tlevX9Z5mzdqn47ULrfH3b1mtHNM9voeczV9pHbu8bhvVZgPc/EFLZbbcLqOm08fmulyTi8+jn/78qHOkzO9ULB19y1OP1BIGw/An+NowcrXLwdX6x2Tpi+e3y0rBWAWS3MQdjrPsXPdn9OmeJdvYgdpIp9jeQzneapT0+P4NTTz5sTJ3LbzM53jrmvwMpA4gfp2rq/j5+34BmpjUWDidRV3rRtsjemgYt9Mnh86/KE4bkfzYI1vyFoLg7fPob6ZaZqE7nyM7XydvTvgOM/X5sUzYa7eJq/HcwmeRtj+VV3zBvNJnsjdt/rGqJnf6sjbqutTE/++/Geb30ts3nKbzs9qZRmEet0GTttzpXnvQAhAnPmFWJmA+cnPqa/f65q0QjuvZxutbIKrdZ3sTeZauovqzZvYKGbzOZVHr240KXxBGBcpXwj6xDZ7OxflqduqFOTtXtCaL6lXzK8303P2dZo+StMOxReWNfnc66Mc69r+TDJz+LbzdY6+3D9Wu5zx8e2H2PfY97KmnCaI2nkZ0qbNz88/u0sIbG+/rIzpQ/XQ7Fv/i81jC9f+2+r11zVB1gOF+YLDuTSc3xkAzuBIwcqb6u/Qs983gikZjxhZI21zTQchdZ7jCypi53r2aIxShIBaCJZMjDyMI10Hb3HepP4LO4q2CZSFTmL9cwgOnXOYSO36VbgR2d5snTVvF70pNY02HgRbN+ngEYBxlFwzmqSud/PuPX+Ft6CntqR7w1t3zh/vu6MJw6iGECjsjGRubs5S3fhw6tG/7fZD8Z7y/E1fAtXn2VV9u9mrMymAMx1Emy+eQ8cJurXn5+IXDgWd9qU9R5qI/7nfUJxGMM27Dh3pnGq2uSOYMimN8EzB5mZk28xrfzlCwD9eU7IjD9OoxNwbiZv0y9y0d0Y2Ny9CDIGWEwYs02jCfpA3tlurv5zYo4y+Tjvqvv7n5bt5+XvuNmaV9AVo5wvjODBxf74e1C6PpOvS4gDvXfUtjPIMgbb2Whba/ImXgs7RjMTt1LHtJeMEpbkZHd28Ga83UvUm3gCdtn8VAr1N0L8+vw7uPwLAcscJVqZRSO0jJZOP/cx63DoGD/eafFRujvhmu+Zb2mafCn2Ma58QLAm949CRHHS65j2S3H+krdW8fTD9uyTxW+36H5nHmeMj46cdqdDWtVWPe0/pBc671jyiv/Zx7wOkaRU2o6w2Dns09Kh5vM/m7df9m5B+PCLdtI1uMFOA+KR1LwQq44iufgD1NOJjvuORcsd75DXVjSIDXOnLq4dz3pjV5fsu3hA2eXvgORXLab/J6VpmiG/TDY+Cx31a/fj7M4tv1Q3BgGEAL39tHMq2U/UNflOcpQn9hRSwHB1WCoqsmqKno6lTITDUaUebFKN4nakD5tt3LTjrtWKJo17bt87R12nFUZTDQPBzfNmd7guW9ifaEeuj6XPStBvH6Cule4iHk2RKmjKgPqf6l+MzTL0RApUh0NuU/5kfOweA5PBgZecRgQ/txbp5dGQ42ijNtdZ93Lr91nDTg20fc9ynvrn7EL8t3WxzoY8PX+OoxHqfnj7/9+teiK9fxZFul1f9+XzaMrjd9ahLO0JmOxIgzFF39fKpvqF5biFAM9z31GHNjKaNNyyX1bsTDBm5+xYfvd0E2Wfl7VwpcD6YByluc3kH+Pq/NNr2CKNPQ10Yr+au+rf5ZqLtPKdpFer61102zuN0wKOhzSOqdR6f6NHBnrSt3XGJdNMwHFGavqg53U3DeQOVjVz7Xbfzt/VOPN4fftNy9y0cT103PhwjIBjyZ925MhKuZfX15+Xn9+fJ50a3fNu8nX9OxcDF9ovBcM6GctorzUG2vjzj+XB5Ffb9VDfq5xBGHqbR0b32fFsGO+fJGz3iHEdyVU/PfwUNZTzc9xjIzo2mTcHZ7lQYi+0IwjX5VGfnmmjlvmvBUa/H89x9y4xObYPUmz7uca/trVP2dYbWB4KP2C531nW/tGFOX/wMR7vGIOxEXV0gTJXy8+rlSadlaft03bmV4zV0RX7MJVAJQEGyb97Jps1b9bqm3kbXvuFwq+44j5cbrLO+OYtvu+u+WS++hq5v9Ca//BsEo9wb7Nr9O+BtenVq9jWrs95sviWd44zrGu7r8A2E+behbrJo6vOuXcs0v4vbDGXRXW5Oym6vsT2u6TzrHmdI4zLN1qGURutd/HbGcZ1tTKxnTt6GlC/Xftq/7ykvMusfp/y5cKzyzJbBaMHx8cZjXHC+7Vjn3DrUrGKYl5Nv2MwY/O3s/Nib8mXU2uxbboMbS9uumdts0vhcWFN/sttcfF5uU66c1uV/nUbt8u5zdHeKxzncl7i/2/Vmi3PqnN5R/7upt1iTt3FftuWVa9fGdWfuObVJ7YZntUlTaUed7Kx312mwOc7Meb35226dix/0j39TF6Y+79q1TPxdk5dr6nl2e9G2DHadx/06Mi7TXXV8vN5F53wuXzsplmF/+6OymUrxjzvGxzFaJOjUoZgX0/u3LOX7Crn8GpXB6HjTuhbUl13rHJf51rAO7WuvQsrmazDK275smzEn5c6Bg9qY+WW1L42O85D92nGu17m3px3adR7vSDO3OVnmwZp2TZIkSZLWp+yHf0Ba3kGUJOn3S+0NyOjmpe3YH3SjJEm/aUp3tGtu+iVJKj/FUzwT4E3n/uqApCRJkiRJ0ox0tLeB/3LSnJfnnZsMKE18m2xmLsZ2XitgpJ2fcO1MD0DJdrw4s3k0HwDgtP7QYGV6Q+Dj/RnnJgNKFN8mO375Q5xbrKrmvaEZ/hw3YW7jy2PNOwqUp30D9/BlmTdxzvhq38syAQAO81edwhDLP8Nm0uja4331l0glUAvBl/GLSUwuD1133342L+apqqfq8/vneCswcE7bc77j6XP1/oUvKgCA0/qzgpUAAAAAQLH+3DkrAQAAAICiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUQbASAAAAACiCYCUAAAAAUATBSgAAAACgCIKVAAAAAEARBCsBAAAAgCIIVgIAAAAARRCsBAAAAACKIFgJAAAAABRBsBIAAAAAKIJgJQAAAABQBMFKAAAAAKAIgpUAAAAAQBEEKwEAAACAIghWAgAAAABFEKwEAAAAAIogWAkAAAAAFEGwEgAAAAAogmAlAAAAAFAEwUoAAAAAoAiClQAAAABAEQQrAQAAAIAiCFYCAAAAAEUQrAQAAAAAiiBYCQAAAAAUoKr+H4sQw+SKNho+AAAAAElFTkSuQmCC)